The Bit Query for Labels in a Binary Tree-Based Anti-Collision Recognition Algorithm
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Abstract - With its benefits including recognition distance, penetration ability, and multi-object recognition, radio frequency identification technology is a non-contact automatic identification method that is currently being used extensively in a variety of industries, including document anti-counterfeiting, automation, transportation, control management, and product services. An efficient anti-collision mechanism, such as anti-collision algorithms or anti-collision protocols, must be established in order to coordinate communication between the tag and the reader in the event that an RFID system experiences signal interference in the wireless channel, conflict, or collision, which will result in tag recognition or data collection failure. In response to tag conflicts in radio frequency identification (RFID) systems, a novel hybrid blocking query tree algorithm is suggested that leverages blocking prediction and child node hedging techniques to overcome the issues of lengthy time intervals and high communication complexity. The technique uses quadruple and bifurcated query trees as the foundation for its conflict avoidance strategy. The approach minimizes the conflict time and prevents the construction of idle subunits by forcing the reader to create new query prefixes via prediction, which is accomplished by employing locking commands to extract and forecast information about the conflicting bits. According to simulation data, this strategy performs better in terms of lowering the overall number of time slots and communication complexity as well as enhancing identification and labelling abilities than the current adaptive multi-tree search (RLAMS) and improved hybrid query tree (IHQT) techniques. It greatly increases the effectiveness of label identification while lowering the overall amount of time slots and communication complexity.
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I. INTRODUCTION

Radio frequency identification technology has advanced and grown in recent years due to the rapid development of wireless communications, microelectronics, embedded systems, signal processing, and other technologies. The size and power consumption of RFID systems are decreasing, as is their cost, and their functionality is becoming more and more flawless. The automation of social production is rapidly utilizing RFID technology, which is a type of technology that can automatically finish information collecting and processing. Utilizing RFID technology can improve supply chain management, lower expenses associated with production management, automate business processes, increase revenues for businesses, and improve people's quality of life. RFID technology will be widely used and vigorously promoted once the cost of RFID system components decreases and a worldwide unified standard is achieved. Research on RFID technology has been relatively late in China; applications of RFID technology are still in the early stages of development; the market outlook is very broad; and the study of RFID technology has significant social and economic benefits.

The read-write, electronic label, and computer system components make up the three main components of a radio frequency recognition system (Su, 2020). The read-write and electronic label emit radio frequency signals from their respective antennas, and spatial coupling facilitates the transmission of data information to complete the non-contact automatic diagnosis. The early information systems, which relied on human labor to enter data, had several drawbacks, including sluggish data entry speed, a high rate of data error codes, and a high labor intensity from manual labor (Tang, 2019). These were overcome by radio frequency recognition technology. Furthermore, RFID technology has been widely applied in a variety of fields, including environmental monitoring, target detection and tracking, supply chain management, business automation, transportation control management, electronic access control, and other fields (Mu, 2021). It also boasts a large communication range, large data capacity, high accuracy, data security, and reliability, and does not require line-of-sight communication. Additionally, RFID technology can be used for multi-target identification. A reader and many inexpensive tags that are affixed to objects for tracking and communication make up a standard RFID system (Peng, 2023). The reader can recognise the tags in the RF field it creates; however, when two or more tags communicate the reader tag ID information at the same time, the reader will not be able to correctly identify each individual ID; this is known as a collision, which has a significant negative impact on recognition efficiency (Yaacob, 2019). Consequently, it is imperative that an ideal anti-collision algorithm be used to RFID systems (Kumar, 2021).

The three primary types of collision avoidance algorithms currently in use are hybrid, deterministic, and randomised algorithms. Random methods such as dynamic frame time slot are based on the ALOHA protocol, frame time slot ALOHA (Rasina Begum, 2023), and time slot ALOHA
(Munir, 2019). The basic idea is as follows: The reader counts the number of intervals inside the frame, and random methods are used to make the tags select the time slots as distributed as possible to send data to the reader. This makes the idea simple to implement but may result in long-term tag famine. Tree structure based algorithms (Besta, 2023) that avoid the tag hunger problem are examples of deterministic algorithms. These include the Q-ary search scheme (QAS) algorithm (Khalil, 2019), the Query tree (QT) algorithm (Alimohammadi, 2019), and Binary search (BS) (Gul, 2022). Although this class of algorithms is capable of tracking the precise site of a collision, there are issues with the lengthy identification time and high label energy usage. Hybrid algorithms, which include deterministic and stochastic algorithms, typically perform better, but they also require more sophisticated reader and tag designs and result in higher system energy loss (Akavia, 2022).

The QT algorithm (Ai, 2022) is the basis for this paper’s two-way matching and segmented query algorithm, which matches from the high and low bits of the ID based on the prefix and suffix in the query command, respectively. Each reader query is directed toward two target tag groups, and up to four tags can be recognized in a single time slot. In addition, the idea of a segmentation point is put forth, which divides the length of the data that the tag sends in response to a query into two segments. The first and second segments of the query each return a portion of the data other than the prefix and suffix, resulting in a significant reduction in communication transmission and an improvement in performance. The results of matlab simulation tests confirm that, in comparison to standard anti-collision algorithms, the proposed Bi-direction segmented anti-collision algorithm (BDS) greatly decreases the number of queries, increases system throughput, and reduces data transmission.

II. LITERATURE REVIEW

RFID systems employ four primary techniques for preventing collisions: time division multiplexing (TDMA), frequency division multiplexing (FDMA), space division multiplexing (SDMA), and code division multiplexing (CDM). While the binary tree search algorithm (also known as binary tree-scanning) and the ALOHA algorithm are the most often used algorithms in RFID systems, the time division multiplexing approach is the one that is employed in RFID systems the most.

Binary tree-based collision avoidance systems (Wang, 2023) work on the basis of dividing colliding tags into subsets according to tag ID or randomly generated binary integers. This process is repeated until each set has exactly one tag that can be correctly identified. Binary Search Tree (BS) (Umelo, 2022), Dynamic Binary Search Tree (DBS) (Zhang, 2022), Regressive Binary Search Tree (RBS) [18], and so forth are examples of tree-based algorithms. A fast tree-based collision avoidance method (SDT) was proposed in study (Lai, 2022). SDT delivers only the known portion of the sequence number, finds the label, and returns to the parent node rather than the root node. An enhanced dynamic binary tree search technique was presented by Research (Umelo, 2023), in which the reader/writer creates a new query command by setting all collision bits before the lowest collision bit to ‘0’.

The reader-writer detects two tags at once if the supplied data contains just one collision bit. In order to increase the efficiency of tag identification, research (Baghdad, 2022) introduced the parallel response query tree method (PRQT), which is based on the concept of quadrature trees and tags employing dual-carrier frequency modulation signals. Data is sent to the reader in parallel.

Research on anti-collision algorithms and RFID technologies has also been emerging domestically in China in recent years. The RFID system’s actual application efficiency was substantially enhanced by the efforts of numerous scholars and specialists in anti-collision algorithms based on environmental changes. The application of the matrix search algorithm, an efficient enhancement of the anti-collision algorithm in the manufacturing field, is documented in the literature (Hu, 2023) by researchers. With the ability to respond to information data formed by multiple labels’ data requests simultaneously, this algorithm can prevent the formation of an information collision matrix, improving the binary tree search algorithm’s bit-by-bit search method and overall work efficiency. Additionally, this algorithm - which is built on the idea of a collision stack - can dynamically and spontaneously adapt to the search path, effectively reducing the amount of label collisions and idle time slots during transmission and significantly increasing search efficiency (Sulaiman, 2022). Researchers suggested lowering the overhead of the empty time slots in the anti-collision method application in the literature (Zhou, 2023), and they created a unique technique in response. This algorithm can dynamically modify the length of the command frame to minimize the empty time slot time wasted in order to improve the efficiency of the system read. It can also command the position of the empty time slot in the frame in the recognition of the first scanning and the number of tags to estimate.

The new improved binary search tree anti-collision technique (EBS) that is suggested in this work organizes all of the tags in the reader region. The tags in the group give the reader data in a query round in a sequential manner based on the collision bit. In addition to lowering the amount of inquiries and increasing recognition rate, this technique can also decrease collisions.

III. NLHQT ALGORITHM ANALYSIS

Presuming that the reader’s query range contains four tags, each with an 8-bit ID and an associated tag code: Tag A (01000001), Tag B (01101101), Tag C (01110110), and Tag D (11001101) (Guo, 2022). The reader expects that each time it sends 1, the NLHQT algorithm may be deemed to detect the tag’s free child node since the locking instruction lowers the superfluous free time slots. The tag is identified as shown in Table 1 by the algorithm at = 1. Figure 1 shows how the IHQT algorithm compares at = 1 and the NLHQT method
at = 1 (Seo, 2023). Figure 1 illustrates how the methods employed in this work are successful in preventing conflicting time slots from forming, enhancing recognition performance, and guaranteeing that there are no idle time slots.

TABLE I RECOGNITION PROCESS OF NLHQT ALGORITHM FOR \( n = 1 \)

<table>
<thead>
<tr>
<th>Queries</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
</tr>
</thead>
<tbody>
<tr>
<td>Query Order</td>
<td>Ask for ((11111111))</td>
<td>Ask for ((UID,1))</td>
<td>-</td>
<td>Ask for ((UID,1))</td>
<td>Ask for ((UID,1))</td>
<td>-</td>
</tr>
<tr>
<td>Readers receive information</td>
<td>01000001, 01101101, 01110110, 11001101</td>
<td>000111, 011011, 011010, 101011</td>
<td>-</td>
<td>00111, 11110, 11001</td>
<td>10,01</td>
<td>-</td>
</tr>
<tr>
<td>Prediction (R for T)</td>
<td>-</td>
<td>1</td>
<td>-</td>
<td>1</td>
<td>1</td>
<td>-</td>
</tr>
<tr>
<td>Prediction (T for R)</td>
<td>-</td>
<td>01/10</td>
<td>-</td>
<td>01/01</td>
<td>10/01</td>
<td>-</td>
</tr>
<tr>
<td>Query Header</td>
<td>-</td>
<td>Ask for ((0,1))</td>
<td>Ask for ((1,0))</td>
<td>Ask for ((0,0))</td>
<td>Ask for ((0,1))</td>
<td>Ask for ((1,0))</td>
</tr>
<tr>
<td>Label A</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>A</td>
</tr>
<tr>
<td>Tag B</td>
<td>B</td>
<td>B</td>
<td>B</td>
<td>B</td>
<td>B</td>
<td>B</td>
</tr>
<tr>
<td>Tag C</td>
<td>C</td>
<td>C</td>
<td>C</td>
<td>C</td>
<td>C</td>
<td>C</td>
</tr>
<tr>
<td>Tag D</td>
<td>D</td>
<td>D</td>
<td>D</td>
<td>D</td>
<td>D</td>
<td>D</td>
</tr>
<tr>
<td>Label Status</td>
<td>Collision</td>
<td>Collision</td>
<td>Recognition</td>
<td>Recognition</td>
<td>Recognition</td>
<td>Recognition</td>
</tr>
<tr>
<td>Stack Contents</td>
<td>-</td>
<td>000111, 011011, 011010, 101011</td>
<td>000111, 011101, 011010, 101011</td>
<td>11110, 11001</td>
<td>01</td>
<td>-</td>
</tr>
</tbody>
</table>

Fig. 1 For \( n = 1 \), the NLHQT algorithm and the IHQT algorithm flow.
Table II shows the NLHQT algorithm at = 2. By sending “11” each time during the prediction phase, the bit-locking instruction, like = 1, allows the reader to accurately determine whether idle child nodes exist. A comparison of the IHQT approach and the NLHQT algorithm is shown in Figure 2 with = 2. The NLHQT method outperforms the IHQT technique in terms of recognition efficiency when the tags cause continuous collisions, as a result producing fewer collision time slots without producing any idle time slots.

<table>
<thead>
<tr>
<th>Queries</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
</tr>
</thead>
<tbody>
<tr>
<td>Query Order</td>
<td>Ask for (11111111)</td>
<td>Ask for (UID,1)</td>
<td>-</td>
<td>Ask for (UID,1)</td>
<td>-</td>
</tr>
<tr>
<td>Readers receive information</td>
<td>01000001, 01101011, 01110110, 11001101</td>
<td>000111, 011011, 011010, 101011</td>
<td>-</td>
<td>10,01</td>
<td>-</td>
</tr>
<tr>
<td>Prediction (R for T)</td>
<td>-</td>
<td>11</td>
<td>-</td>
<td>1</td>
<td>-</td>
</tr>
<tr>
<td>Prediction (T for R)</td>
<td>-</td>
<td>1000/0100/0001</td>
<td>-</td>
<td>0011/0100</td>
<td>-</td>
</tr>
<tr>
<td>Query Prefix</td>
<td>-</td>
<td>Request(01,00)</td>
<td>Request(00,01)</td>
<td>Request(10,10)</td>
<td>Request(00,10)</td>
</tr>
<tr>
<td>Label A</td>
<td>A</td>
<td>A</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tag B</td>
<td>B</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tag C</td>
<td>C</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tag D</td>
<td>D</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Label Status</td>
<td>Collision</td>
<td>Collision</td>
<td>Recognition</td>
<td>Recognition</td>
<td>Recognition</td>
</tr>
<tr>
<td>Stack Contents</td>
<td>-</td>
<td>011011, 011010, 101011</td>
<td>011011, 011010</td>
<td>01</td>
<td>-</td>
</tr>
</tbody>
</table>

Fig. 2 The algorithm flow for NLHQT and IHQT for \( n = 2 \) and \( n = 2 \), respectively

A. Guidelines for the NLHQT Algorithm

1. Request (UID, 1) lock command: the conflict bit position is “1” and the non-conflict bit position is “0”; the tag locates the precise tag collision by receiving instructions, tags, and data from the reader. Once the tag has received the command, it compares its tag with the reader’s information and sets the reader’s bit position to “1”, creating a new tag sequence.

2. Request(\( s, m, n \)), where the modified request prefix is indicated by \( s \); the tag to be compared to the largest bit request prefix (i.e., the largest bit found in the conflict) is indicated by \( m \); \( n \) is applied to ascertain which tag should be compared to the second-highest reader’s request prefix (i.e., the second highest reader with detected conflict, \( n = 1 \), no such element), and so on (encoded labels are made up of \( p \)-bits) from 0 to \( p \), both top to bottom and left to right.

B. Steps in the NLHQT Algorithm

The NLHQT algorithm consists of the following steps.
Once the initialization stack is empty, all tabs in the reader’s recognition range reply when the reader sends a request (1111111).

Based on the responses from the tags, the reader determines the status of the time slot. In case of multiple tags responding simultaneously, the reader will switch to “request to send command” to indicate a conflict in the time slot; if only one tag answers, it will correctly identify the tag and go straight to “end”.

The conflict bit “1” will be set to “1” when the reader submits a lock command request (UID, 1), in accordance with the Manchester encoding principle, which stipulates that when a tag bit conflicts, the conflict position is “1” and the non-conflict position is “0”. In order for the reader to receive a fresh tag sequence, it must transmit a request (UID, 1) to lock the tag sequence with the conflict bit set to “1”.

The guidelines for prediction readers are required to complete Prognosis(1) or Prognosis(11).

The tag transforms bit 0 or bits 0 and 1 to the equivalent decimal value a by utilising the Prognosis instruction. After then, it provides the reader with a response of length 2 bits or 4 bits, where “0” represents the amount of bits that are still missing and “1” represents the entire number of bits in the response.

After receiving all tag replies, the reader categorises the child nodes that are useful at the proper points in the record sequence as well as the other child nodes that are idle. Subsequently, the query prefixes required for the query command will be constructed from useful child nodes. The label is identified by the query prefix.

Sees if the tag has collided; if not, the tag has been correctly detected. If it has, then sends the request command again. Determines whether the stack is empty. Should that be the case, everything is identified accurately; if not, “Request to send command” is returned and the stack is removed from the request prefix. As the flow of the algorithm is shown in Figure 3.

![Flowchart of an algorithm](image)

**IV. SIMULATION EXPERIMENT**

A series of tests is established with respect to the selection of segmentation point length: the prefix and suffix segmentation point lengths are simultaneously raised from 3 to 96, with an increment of 1. In addition to counting the change in the average transmission data volume, there are now 1,000 tags to identify instead of just 200. The experimental results are displayed in Figure 4, where a minimum value is reached at a segmentation point length of approximately 12. The average transmission data volume of various numbers of tags to be recognized first lowers and then grows with the segmentation point length.
Figure 5 illustrates how the average amount of data transmitted by the bidirectional segmentation algorithm changes as the number of tags to be recognized increases. Here, \( m \) represents the positions of the first sixteenth, twelfth, eighth, sixth, fifth, fourth, third, and second equidistant points of the 96-bit ID, or 6, 8, 12, 16, 19, 24, 32, and 48, respectively. Starting at 100, the number of tags to be recognized is increased in increments of 100 to 1000. It is evident that, in the majority of situations, the performance at segmentation point length of 12 necessitates the least amount of data to be provided in order to identify a unit tag. When the number of tags rises from 100 to 1000, the average amount of data sent varies from 169 to 197. This variation is more consistent than the more notable change in segmentation lengths of 6 bits, 8 bits, and 48 bits.

Using the Monte Carlo approach, the paper simulates and examines the proposed bidirectional segmentation (BDS) collision avoidance algorithm. The algorithm’s performance is evaluated using three indexes: system throughput rate, average transmission data volume, and average query cycle time. The Q-advanced search method (QAS) algorithm, the optimal query tracking tree model (OQTT) algorithm.

The 96-bit tag IDs are produced at random in accordance with the EPC worldwide 96-bit coding standard, and the number
of tags rises in increments of 100 from 100 to 1000. (12, 84) is the BDS segmentation point.

The throughput rates that each method achieves are displayed in Figure 6. The results indicate that the BDS algorithm outperforms the other algorithms in terms of throughput because it eliminates idle time slots, while the QT algorithm has the lowest throughput due to its lack of use of collision information. The BDS algorithm also tends to approach $\frac{1}{1+\alpha/2}, \alpha \in (0,1)$ depending on the length of the segmentation points, in terms of throughput as the number of tags rises. The CT algorithm has a stable throughput of 0.5.

As seen in Figure 7, the BDS algorithm sends around 100 bits less data than the nearest algorithm, the QAS algorithm, and substantially less data overall than the QT algorithm. A maximum of 197 bits are needed to identify 1000 tags. Bi-directional segmentation has advanced to the point where it can reduce the quantity of information carried while increasing capacity (Zhou, 2023) (Wu2023) (Zhou, 2023).
V. CONCLUSION

A novel hybrid bit-blocking query tree method is presented in this paper. The fundamentals of the bit-blocking method and idle time elimination for this algorithm are presented in this work. It provides a detailed explanation of the algorithm’s identification process while reducing the algorithm’s complexity without sacrificing its usefulness. NLHQT algorithm is done by setting the algorithm’s parameter in the cases of $n=1$ and $n=2$, i.e., optimizing the algorithm based on binary and quadtree networks. This significantly simplifies the realization of the algorithm. It is evident from a careful examination and comparison of the throughput, conflicting interval count, and performance characteristics of various methods, total interval count, regarding communication complexity, the technique presented in this research successfully lowers the quantity of intervals that conflict, eliminates idle intervals, reduces communication complexity, and increases throughput - all of which improve recognition efficiency and overall performance. This was accomplished by using Matlab simulation software. Both binary tree and quadtree enquiry techniques, which have a broad range of applications and are simple to build with minimal complexity, can benefit from the methodology presented in this study. More research is needed to determine how to determine the optimal fork tree for the first search based on the predicted number of labels, as most of the time the number of labels can be predicted in practice. However, the algorithm presented in this paper has a greater practical value.
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